Predictably un-predictable — on the implementation of a Walking Pattern Generator for the full-sized humanoid robot HUBO2 using Model Predictive Control
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Abstract— There is a large body of research related to WPG (Walking Pattern Generators) for humanoid robots. Typically WPG are evaluated based on how well the robot’s actual ZMP (Zero Moment Point) tracks the desired ZMP trajectory, using a simulation of a rigid-body robot walking on a solid floor. However little has been written about how various approaches scale-up to a full-sized humanoid robot, which has unmodeled compliance in the joints or contact surfaces, and makes contact with non-rigid surfaces in the environment like a soft floor. This paper compares the implementation of three WPG: Parametrized Polynomials, Preview Control and MPC (Model Predictive Control), and shows results from simulation and initial testing on the 1.25m tall humanoid robot HUBO2.

I. INTRODUCTION

Humanoid robots will be useful for applications involving tools or environments that were designed for humans, such as elder care and disaster response. Their anthropomorphic appearance also makes them appealing for social robotics experiments and promoting education in STEM (Science, Technology, Engineering and Mathematics). The Social Robotics Lab at A*STAR in Singapore has been using a HUBO2 robot to investigate potential future applications for humanoid robots such as office work and home security [1]. But for such a robot to be truly useful within a home or office environment, it must be capable of safe, long-term autonomous operation, which for a biped means reliable walking ability.

To date, most humanoids like ASIMO [2], WABIAN-2 [3], HRP-2 [4], and HUBO2 [5] use a ZMP (Zero Moment Point) [6] based WPG (Walking Pattern Generator) and high-gain position-control. Other approaches have framed walking as part of the push recovery problem [7] or by regulating the Capture Point [8].

The typical approach for ZMP-based walking is to combine a WPG with various stability controllers such that the rigid-body humanoid precisely tracks the desired trajectory. In this paper we compare three methods for generating the walking pattern with respect to the walking stability and compute time for the humanoid robot HUBO2. There is not much information in the literature about how these algorithms scale-up to full-sized robot and so the contribution of this paper is to show how the results in simulation compare to initial testing on the real robot. It was found that using a more complex algorithm does not directly translate to more stable walking and the key issues are discussed.

II. METHODS FOR GENERATING WALKING PATTERN

ZMP-based walking relies on assumptions inherent to a position-controlled humanoid, being that the robot has rigid links, high-gain joints and flat feet that make parallel floor contact with no slip. There are numerous approaches to generating walking patterns; Parametrized Cubic Polynomials [9–12], CPG (Central Pattern Generator) [13] and Fourier Series [14] are “top down” methods, where the foot positions are modified to stabilize the COM (Center of Mass); Preview Control [15] and MPC (Model Predictive Control) [16] are...
“bottom up” approaches where the COM is modified to suit constrained footstep positions. This is a useful distinction because a bottom-up approach allows the biped to nimbly step amongst clutter or on uneven terrain, using the direct output of a footstep planner.

A. PARAMETRIZED POLYNOMIALS

A WPG based on cubic polynomials or sinusoids uses these functions to generate trajectories for the COM (Center of Mass) and feet of the robot. The robot is typically modeled using a LIPM (Linear Inverted Pendulum Model), with the robot’s trunk or pelvis assumed to be the position of the COM, and the trajectory parameters adjusted to create a ZMP trajectory that maintains stability. The resulting combination of the \( x, y \) trajectories for the trunk and feet of the robot creates the desired walking pattern.

A detailed explanation of applying cubic polynomials to walking patterns can be found in [17]. The method is popular because it has low computational load and so can be applied to bipeds of any capacity. Xue et al. [11] developed a real-time WPG using cubic polynomials that allows the trajectory direction to be changed within a window of 1 footstep, whilst maintaining a smooth ZMP trajectory, and demonstrated it on the NAO robot. Hong et al. [12] used quartic polynomials and Least Squares method to design walking patterns that maintained smooth jerk despite a variable step length.

The walking pattern is designed based on a LIPM (Linear Inverted Pendulum Model) and then experimentally tuned and verified on the real robot. The function parameters are adjusted to create a set of walking movement primitives that allow the robot to walk forwards in increments of 0 – 20 cm, backwards 0 – 10 cm, and turn at angles of \( \pm 0 – 30^\circ \).

Trajectories for the feet and pelvis are designed in body-fixed coordinates \( x, y, z \) (Fig. 3) and then translated into world coordinates \( X, Y, Z \). A FSM (Finite State Machine) is used to generate each phase of the walking pattern \( \tilde{x}, \tilde{y}, \tilde{z}, \tilde{\text{yaw}}, \tilde{\text{sway}} \) based on the parameters shown in Table I.

Using the point-mass model, a reference trajectory for the \( x \) ZMP is first designed using 3rd order polynomial interpolation (1). The coefficients are derived from the boundary conditions, being the position and velocity at the start time \( t_N = 0 \) and end time \( t_N = 1 \) of each step [10].

\[
x_{zmp} = \sum_{i=0}^{3} b_i t_N^i = (a_0 - 2a_2 \frac{t}{g}) + (a_1 - 6a_3 \frac{t}{g})t_N + a_2 t_N^2 + a_3 t_N^3
\]  

The \( y \) ZMP trajectory is similar, but the cubic polynomial is defined piece-wise with an additional linear segment centered around \( \frac{1}{2} \). This sway delay time \( T_{delay} \) holds the \( y \) ZMP position constant during the SSP (Single Support Phase), with zero velocity and acceleration.

By assuming that the location of the robot’s pelvis center \( x - y \) with fixed height \( z \) is the location of the COM from the

---

**TABLE I**

PARAMETERS FOR POLYNOMIAL WPG

<table>
<thead>
<tr>
<th>Parameter</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>( N_{step} )</td>
<td>No. of steps</td>
</tr>
<tr>
<td>( L_{step} )</td>
<td>Step length</td>
</tr>
<tr>
<td>( H_{step} )</td>
<td>Step height</td>
</tr>
<tr>
<td>( R_{step} )</td>
<td>Step rotation (yaw)</td>
</tr>
<tr>
<td>( D_{step} )</td>
<td>Step direction (forward/sideways)</td>
</tr>
<tr>
<td>( T_{stride} )</td>
<td>Step period (speed)</td>
</tr>
<tr>
<td>( A_{pelvis} )</td>
<td>Hip sway amplitude</td>
</tr>
<tr>
<td>( T_{delay} )</td>
<td>Hip sway delay</td>
</tr>
</tbody>
</table>
LIPM, the trajectory of the pelvis will also be a 3rd order polynomial but with different coefficients. The validity of this approach and a full derivation is discussed in [10].

The \(x\) trajectory of the pelvis center is generated using the following cubic polynomial:

\[
\tilde{x}_{\text{pelvis}}(t) = \sum_{i=0}^{3} a_i \left( \frac{t - t_1}{t_2 - t_1} \right)^i
\]

\[
= a_3 \left( \frac{t - t_1}{t_2 - t_1} \right)^3 + a_2 \left( \frac{t - t_1}{t_2 - t_1} \right)^2 + a_1 \left( \frac{t - t_1}{t_2 - t_1} \right) + a_0
\]

where \(t_1\) and \(t_2\) define the time period of the swing foot between each DSP.

The \(y\) trajectory of the pelvis center is generated using 2 cubic polynomials and 1 linear segment:

\[
\tilde{y}_{\text{pelvis}}(t) = \begin{cases} 
\sum_{i=0}^{3} \tilde{a}_i \left( \frac{t - t_1}{t_0 - t_1} \right)^i & \text{for } t = t_1 \leq t < t_0 \\
-\beta_1 S_y & \text{for } t = t_0 \\
\sum_{i=0}^{3} \tilde{a}_i \left( \frac{t - t_0}{t_2 - t_0} \right)^i & \text{for } t = t_0 < t \leq t_2 
\end{cases}
\]

noting that \(t_0 = \frac{t_1 + t_2}{2}\).

The trajectory of the swing ankle position \(\bar{x}\) is described by a cycloid function:

\[
\tilde{x}_{\text{ankle}}(t) = (b + f) \left( \frac{t - t_1}{t_2 - t_1} - \frac{1}{2\pi} \sin \left( 2\pi \frac{t - t_1}{t_2 - t_1} \right) \right) - b
\]

where \(b = \tilde{x}_{\text{ankle}}\) at \(t = t_1\) and \(f = \tilde{x}_{\text{ankle}}\) at \(t = t_2\) are with respect to the frame \(x\) of the stance foot.

The \(y\) trajectory of the left ankle is generated using 2 cosine segments:

\[
\tilde{y}_{\text{ankle}x, t} = \begin{cases} 
\frac{A}{2} (1 - n) \left( 1 - \cos \left( \pi \frac{t - t_1}{t_2 - t_1} \right) \right) & \text{for } t = t_1 \leq t < t_0 \\
\frac{A}{2} (1 - n) \left( 1 + \cos \left( \pi \frac{t - t_1}{t_2 - t_1} \right) \right) & \text{for } t = t_0 < t \leq t_2 
\end{cases}
\]

where \(n\) is the side-to-stride ratio and the 2nd segment is simply the first time-shifted by one half period. The right ankle is similar, but has negative \(A\) for the stride length.

This WPG has been used successfully on the real HUBO2 robot, however it does not factor in the dynamics or current state of the robot. The various parameters (Table I) must be tuned to suit each gait primitive and on uneven ground or during sharp turns the stability margin can be so low that the robot must always be operated with fall-arrest protection.

The next section will discuss the ZMP Preview algorithm, which incorporates a dynamic model of the robot.

### B. Preview Control

This section will briefly describe Kajita’s WPG using Preview Control [15], which is an infinite horizon LQR (Linear Quadratic Regulator) with integral term. In contrast to the top-down approach in the previous section, this method is a bottom-up approach that generates a dynamically-stable trajectory to suit fixed footstep positions. A planning algorithm will output discrete footstep positions which is assumed to be the location of the ZMP in each SSP (Single Support Phase). The ZMP is sampled on a preview horizon to compute the COM, which is assumed to be the location of the waist. Detailed descriptions of the algorithm can be found in [15, 16, 19, 20].

The original method [15] actually comprises 2-stages of Preview Control (Fig. 4), where the 2nd stage acts as a “Dynamics Filter” [21, 22] to correct for the expected error as a result of using the simplified ZMP equation. In comparison, toy-sized humanoids [23–25] use only the 1st stage of ZMP Preview based on the dynamics of the cart-table model. In one variation, [26] proposes a single-stage “General” ZMP Preview incorporating angular momentum with the cart-table dynamics.

ZMP Preview [15] has inspired an entire class of WPG that fix the footstep positions, with Wieber’s method [16] putting explicit bounds on the trajectory of the ZMP for robustness, optimizations for speed of computation by Dimitrov [27], and the ability to quickly change footstep positions online [28, 29]. However, these algorithms are typically tested in simulation only, where it is much easier to incorporate the current state of the robot as feedback than it is on a real robot with noisy sensor measurements. We decided to test the original ZMP Preview algorithm both because it uses a full model of the robot as a Dynamics Filter, and because of its popularity, to determine how effective the method is on a full-sized robot. A quick overview of the algorithm is provided here.

Using the 3D-LIPM to model the robot dynamics, the COP (Center of Pressure) in the forward direction is:

\[
p_x = x - \frac{z_c x}{g}
\]

for which the inputs are the forward position of the COM \(x\), acceleration of the COM \(\ddot{x}\), constant height of the COM \(z_c\), and constant gravity \(g\). However ZMP Preview solves the inverse problem for which the COP is an input. Note the COP equations are decoupled and so the equation for the lateral direction \(p_y\) is similar [15].

As with the Polynomial WPG in Section II-A, the trajectories for the COP and COM are described by 3rd order polynomials.

A discretized system with constant sampling period \(T\) is developed [15] such that:

\[
\dot{x}(k + 1) = \begin{bmatrix} 1 & T & \frac{T^2}{2} \\ 0 & 1 & T \\ 0 & 0 & 1 \end{bmatrix} \dot{x}(k) + \begin{bmatrix} \frac{T^2}{2} \\ \frac{T^2}{2} \\ T \end{bmatrix} \bar{x}(k)
\]
where the state of the system is:
\[ \dot{x}(k) = \begin{bmatrix} x(kT) \\ \dot{x}(kT) \\ \ddot{x}(kT) \end{bmatrix} \quad \text{for } k = 1, 2, \ldots \ (9) \]

and the system input is the time-derivative of the acceleration of the COM (the jerk):
\[ \ddot{x} = \frac{d}{dt} \ddot{x} \quad \text{(10)} \]

The goal is that each footstep is constrained to a certain position on the ground and ideally the COP is located at the center of the foot. ZMP Preview attempts to track this desired COP by minimizing the jerk:
\[
\min_{\ddot{x}(k), \ddot{x}(k+1), \ldots} \sum_{i=k}^{\infty} \frac{1}{2} Q (p_x(i+1) - p_x^{ref}(i+1))^2 + \frac{1}{2} R \ddot{x}^2(i) \quad \text{(11)}
\]

with constant weights \(Q\) and \(R\).

At each step, the resultant COM position is used as the position of the pelvis center. Using IK (Inverse Kinematics) the current state and expected ZMP of a rigid multi-body model of the robot is computed. This expected ZMP is used to offset the error from the simple Cart-Table model of the robot used in the Preview Control formulation, and fed into a 2nd Preview stage (Fig. 4) which results in a more stable walking pattern.

**III. MODEL PREDICTIVE CONTROL**

This section will briefly describe Wieber’s method [16] that extends ZMP Preview to have explicit bounds on the trajectory of the ZMP, that should be more robust against external disturbances.

Wieber proposed solving the Quadratic Program for ZMP Preview (11) on a finite time horizon using Model Predictive Control:
\[
\min_{\ddot{x}(k), \ldots, \ddot{x}(k+N)} \sum_{i=k}^{k+N-1} \frac{1}{2} Q (p_x(i+1) - p_x^{ref}(i+1))^2 + \frac{1}{2} R \ddot{x}^2(i) \quad \text{(12)}
\]

with constraints on the ZMP:
\[
\min_{\ddot{x}(k), \ldots, \ddot{x}(k+N)} \frac{1}{2} \ddot{x}^2(k) \quad \text{(13)}
\]

which ensures that the controller will keep the COP within a small, safe region of the support polygon, even when the walking pattern is disturbed by an unexpected external force.

This QP is solved analytically using an off-the-shelf solver. Given that a solution to the QP (13) must be computed at each time step, a WPG using this Model Predictive method will need sufficient computing power to solve the QP (13) at each time step, however [28] demonstrated a specialized solver with significantly faster speed.

**IV. HARDWARE AND SIMULATION**

The platform used for this experiment is the HUBO2+ light-weight humanoid robot, which has 38 DOF and weighs 45 kg [18]. Position commands are sent to each joint at 200Hz from the controller running on Lubuntu Linux with the Xenomai framework for hard real-time performance, and the walking algorithms are implemented using the libRainbow and JRL Dynamics software libraries. Smooth walking is achieved by applying damping control at the
ankles and vibration compensation of the swing leg during SSP (Single Support Phase), ZMP control in DSP (Double Support Phase), and a landing timing controller adjusts the step period.

A dynamic simulation was created using Webots [30] and ODE (Open Dynamics Engine) [31]. The simulated model of HUBO2 (Fig. 2) consists of kinematic and inertial properties obtained from CAD data. The critical dimensions of the lower-body are shown in Fig. 2 and each foot is 0.22 x 0.15m. The real robot has urethane bushings in each ankle to provide compliance, so this is modeled by a non-actuated ball joint with adjusted spring constant $k$.

In an upright straight-legged pose the height of the COM is $COM_z = 0.645m$. When the robot moves to a stable bent-knee pose the $COM_z = 0.6146m$, for joint angles:

$$\theta_{\text{hip pitch}} = -21.8^\circ$$
$$\theta_{\text{knee}} = 43.6^\circ$$
$$\theta_{\text{ankle pitch}} = -21.8^\circ$$

On the simulated robot, single-axis force sensors are positioned on the corners of the feet, which allows computation of the COP (Center of Pressure):

$$x_{\text{cop}} = \frac{\sum_{i=1}^{8} (F_{zi}p_{xi})}{\sum_{i=1}^{8} F_{zi}}$$
$$y_{\text{cop}} = \frac{\sum_{i=1}^{8} (F_{zi}p_{yi})}{\sum_{i=1}^{8} F_{zi}}$$

(14)
(15)

where $p_{xi}$ and $p_{yi}$ are the distance of the $i^{th}$ force sensor from the respective ankle.

The real robot has a force-torque sensor in each ankle, between the urethane bushing and the foot, which measures the downward force $F_z$ and moments $M_x$ and $M_y$ which are used to compute the ZMP (Zero Moment Point). Webots does not have a specific sensor for measuring torque, so a dummy joint was added to the simulation model and an ODE physics plugin is used to extract the forces and torques that satisfy the joint constraint during each iteration of the simulation.

Using the force-torque data and assuming a simple Cartesian model [15] for the robot, the ZMP in the $x$ and $y$ direction is:

$$p_x = \frac{-T_y}{F_z}$$
$$p_y = \frac{T_x}{F_z}$$

(16)
(17)

where $T_x$ and $T_y$ are the ankle torques, and $F_z$ is the force acting in the vertical direction. The ZMP is equivalent to the COP when the robot is stable and on a flat surface [32].

At each time step the COM (Center Of Mass) for each link is used to calculate the robot’s overall COM:

$$r_G = \frac{\sum_{i=1}^{40} r_i m_i}{\sum_{i=1}^{40} m_i}$$

(18)

where $r_i$ is the position and $m_i$ is the mass of the $i^{th}$ link.

To find the Support Polygon, the convex hull of the contact points between the feet and the floor is calculated using the Qhull library.

A simulated environment of an indoor scene with various obstacles was constructed (Fig. 5).

V. EXPERIMENTS

A. SIMULATION

The three methods were first tested by making the simulated robot walk 6 steps in a straight line, to compare their performance with the expected results. The existing Parametrized Polynomial WPG has poor stability during yawing motions, so a more complex footstep path was tested where the robot encounters an obstacle and must make turns to avoid it.

B. REAL ROBOT

Each algorithm was used to generate a short 4 step pattern on the real robot, although it is difficult to isolate the relative performance of each WPG because the walking is very unstable without feedback control. The relative stability of each method is compared in the following section.

VI. RESULTS AND DISCUSSION

The walking patterns generated by the simulated robot avoiding an obstacle are shown in Fig. 7 – 9, using the Parametrized Polynomial, Preview Control and MPC algorithms. The actual COP (Center Of Pressure) and COM (Center Of Mass) of the simulated robot are overlaid on the footstep pattern. The standard ZMP stability margin is considered, which is the distance from the COP to the edge of the SP (Support Polygon), thus for maximum stability the COP should be at the center of the SP.

The existing method of Parametrized Polynomial is unstable during turning on the real robot, and this is confirmed in simulation where the walk is stable but the COP is very close to the SP during turns (Fig. 7). Both Preview Control and MPC result in a higher stability margin for a simulated rigid-body humanoid on a flat surface, which was expected as the WPG incorporates the dynamics of a rigid multi-body model of the robot. In both cases there is some lateral and forward pitching of the COP which is due to inaccuracies in how Webots/ODE models the solid contact between the feet and floor. The MPC method Fig. 9 has a slightly better stability margin because the algorithm incorporates strict constraints on the ZMP margin.

However, testing the WPG (Walking Pattern Generators) on the real robot shows that the results in the ideal simulation world do not easily scale-up to a full-sized humanoid robot. A video showing initial testing of both WPG is available online [33]. Unmodeled compliance in the ankles, feet and floor causes instability problems for both pattern generators.

The HUBO2 robot has a compliant joint at the ankle created by a polyurethane bushing that is used to absorb impact forces during foot landing. The amount of ankle compliance can be varied by tightening a hex bolt, but it is tricky to get both ankles exactly the same. There is also
compliance in the feet, due to the 4 rubber pads located on the underside, consisting of dual layers of hard and soft cell anti-slip rubber. Additionally, there is compliance in the floor where the tests were conducted, which is a suspended office floor typically found in high-rise buildings and demonstrative of the sort of non-ideal conditions in which future robotic assistants will need to operate. All this compliance is not accounted for in the original simulation model and the result is that the robot’s pelvis tilts over and the swing foot lands on the floor too early in the walking phase. From the video [33], it can be seen that the short set of footsteps produced by the Parametrized Polynomial method appears to be slightly more stable, which is because the gait parameters used for the simulated robot were experimentally chosen from testing on the real robot with the stabilizer enabled. This means that the gait parameters for the Parametrized Polynomial WPG actually cancel the unmodeled compliance, whereas the Preview Control and MPC methods are predicting the behavior of an inaccurate rigid-body model.

To more accurately simulate the real robot, the spring constant in the ankles was set to $k = 2000$ and the response of the simulated HUBO was observed to more closely match the actual robot. We plan to properly validate the simulation model by comparing data from the FT and IMU sensors on the real robot.

We have confirmed that the 2-stage ZMP Preview algorithm does produce good results on ideal terrain, but where there is significant unmodeled compliance in the robot and floor the Dynamics Filter incorporating the rigid multi-body model is not sufficient to compensate for the instability. We plan to modify the multi-body Dynamics Filter to model the springs in the ankles and incorporate an observer for feedback control.

Solving DAREs (Discrete-time Algebraic Riccati Equations) and QP (Quadratic Programs) can be computationally expensive, particularly for a low-power single-core CPU like that used in HUBO. The robot uses a control loop time of 5ms and the existing WPG using Parametrized Polynomials executes within a fraction of this time period. Our implementation of ZMP Preview uses RNEA (Recursive Newton Euler Algorithm) to compute the multi-body ZMP used in the 2nd Preview stage which requires significantly more computation time. On a Core i7 1.2GHz each iteration takes 11ms, and on an Atom N450 1.66GHz PC-104 Embedded PC each iteration takes 23ms. The compute time for each iteration of the MPC method is similar, as it also uses RNEA, but there is an initial delay of up to 4 min which we are investigating. It may be possible to double the computation speed by using the latest single-core i7 CPU, however at the time of writing such CPUs are not yet available for embedded PC platforms. If the Dynamics Filter incorporating an observer can produce a more stable walk, then we plan to optimize the dynamics
Concerning observer-based feedback control, there are two interesting differences between previous implementations of ZMP Preview on the toy-sized and full-sized humanoids. The Aldebaran walk engine [24] uses the current position from joint angle sensors as feedback to the Preview Control, which is perhaps useful for such robots that exhibit a lot of ‘play’ in the joints. However this is not applicable to a larger humanoid utilizing high-gain position controllers that will accurately hold the target joint angles even whilst the robot is subject to large destabilizing torques. More complex feedback controllers are required to ensure that the feet make parallel contact with the floor, and that the waist remains horizontal. Secondly, toy-sized robots such as NAO are inherently more stable. For comparison, the lateral foot-to-height ratio of NAO is 1:3.58, compared to HUBO2 which is 1:6.59 and thus more top-heavy.

So what is to be gained by complex model predictive algorithms such as this? The main benefit is being able to generate a COM trajectory from the footstep positions. But is it important to use the 2nd preview control stage incorporating the full dynamic model of the robot? Implementations of ZMP Preview for the toy-sized robot NAO only use a single stage [23, 24], combined with feedback of the actual robot state. From initial testing we have shown that the 2-stage ZMP Preview algorithm does not guarantee a more stable walking pattern on a full-sized humanoid where there is unmodeled compliance. With further experiments we hope
to determine if a MPC incorporating a more accurate non-rigid model of the robot could yield better results than simply parameter tweaking in the Parametrized Polynomial method.

The initial tests on the robot suggest that landing control of the swing foot has a bigger impact on stability than ZMP tracking and so we propose two potential approaches for developing a Walking Pattern Generator. Firstly is to develop a much more complex system that models the compliance in the robot and uses sensing to model the environment. It is easy to imagine that such methods would become inordinately complex as the robot is used in increasingly complex environments. Secondly is to use a rudimentary pattern generator based on simple LIPM (Linear Inverted Pendulum Model) combined with impedance control for the lower body to compensate for uneven or compliant ground surfaces.

VII. CONCLUSIONS AND FUTURE WORK

We have shown that when the Walking Pattern Generator incorporating a Dynamics Filter is applied to a full-sized humanoid robot, unmodeled compliance in the robot and the environment can negate the effectiveness of this approach. This leads to the question, if the robot or environment has significant compliance, is it better to use predominantly a predictive approach like Preview Control or a reactive approach consisting of a hierarchy of feedback controllers? As computing power increases, and humanoid robots are becoming more affordable, it is worth revisiting which WPG approach consisting of a hierarchy of feedback controllers?
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